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Frankly, I had always been wary of writing a book like this one. I had come close to doing it many times in the past, but writing any “how to” computer book is full of perils. For example, once begun I felt sure that the software would become obsolete just at the moment I finished. But several recent events finally convinced me to do it.

The first concerns Authorware itself. This authoring tool has both a respectable history and relatively safe future — a rare combination in the computer industry. It has been used by developers since 1987 and the recent significant upgrade to version 5.0 is good evidence of Authorware’s stability. Second, as a member of the faculty here in the Department of Instructional Technology at the University of Georgia I am continually looking for ways to improve my teaching. Authorware is and will continue to be one of the most important tools learned by students here at UGA. Our courses expect a great deal from students, many of whom are juggling full-time jobs and families. For example, for years I taught a class where students were expected to learn Authorware from scratch well enough to produce a stand-alone piece of courseware in the span of about 8 weeks (with two weeks for field testing and documentation preparation). Not surprisingly, the best that most students could muster was a narrowly designed tutorial, heavy in content but shallow in meaning and experience for the person for whom the software was intended. I decided time had come to write a book where students could learn about the concepts of interactive design while learning a powerful authoring tool in a much more flexible way than is possible in traditional course-based instructor-led approaches. Also, our department recently reconceptualized the entire curriculum leading to a masters degree in instructional technology as our university made the transition from 10-week quarters to 15-week semesters. We have tried is to restructure the multimedia development courses in such a way as to get students learning about interactive design in more authentic ways. To pull this off requires more adequate and flexible learning resources. This book figures prominently in this effort.

My final motivation for writing this book deals with my current interest in the concept of “learning by designing.” I feel that the design process is a powerful mediator for learning. In a project called “KID DESIGNER,” I have worked
with elementary school children as they designed their own computer games about subjects they were learning at school. The games produced so far have been in science, language, mathematics, mythology, and electricity. These children did not learn Authorware. Instead, my graduate students and I worked for the children as their programmers. They designed the game goals and rules, created the graphics, wrote game questions and game directions, etc. and we put the pieces together using Authorware. (You can learn more about this project, and even download the children’s games, by reading a recent article about the project at “http://www.ncsu.edu/meridian/jan98/index.html”). In the next stages of the project, I hope to get high school students working together with the elementary school students. The idea is for the older students to handle the programming of the younger children’s game ideas. For that reason, the projects in this book are also meant to be able to be completed by students as young as 15 or 16. The idea that Authorware could be used by such a wide range of ages for such different purposes speaks to the concept of “no floors, no ceilings” — good ideas for learning span many boundaries. Most anyone can begin using this tool and continue to use it in increasingly sophisticated ways.

**What is Authorware anyway?**

The simplest answer is that it is a computer authoring tool designed for those who want to produce educational software. Despite the fact that the word “programming” has largely fallen out of favor, you essentially use Authorware to program computer software. Most writers today use the term “authoring” as a euphemism for programming. This is not without justification. In traditional programming languages, one has to learn commands (i.e. vocabulary) and the rules to use those commands (called syntax). Programming in Authorware is different. Instead of typing commands line after line, one creates a flow chart where each symbol performs a specific function. In Authorware, a flow chart is not just a tool for designing a program, it actually is the program! Consequently, more attention can be placed on the design of the program and less on the mechanics of programming.

Prominent writers in this field include David Perkins, Seymour Papert, Idit Harel, and Mitch Resnick.
For example, even if you have never used Authorware before, you can probably make some sense out of the following graphic:

You build flow charts like these simply by “dragging and dropping” icons from the palette on the left. For example, this little segment begins by displaying the game’s title page. The program then waits until the player clicks the mouse button, after which the next icon erases the title screen. The next icon, an Interaction icon, allows the player to make a choice between reading the game directions and playing the game via two buttons that are automatically displayed on the screen when the program is run. The two Map icons are used to group or hold all of the necessary icons that make up the game directions and the game itself (including, probably, more Map icons). Notice how the flow chart clearly shows that the player will again be given these two choices after reading the game directions or completing the game (just follow the flow line as it exits each of the two Map icons).

Who should learn Authorware?

The “official” answer is that Authorware is intended for instructional designers and developers interested in creating computer courseware. My answer is that it is perfect for anyone wanting to take control of the computer to design their own creations. Yes, it is a great tool for teams of educators, subject matter experts, and programmers wanting to design instructional materials for students, but it’s also a great tool for anyone who wants to enter the creative world of designing interactive computer software. It’s also a great tool just to have fun with — it can be very satisfying to see one of your creations come alive on the screen. Of course, this takes time, patience, and perseverance. Some people insist that they cannot learn programming because they are not the “logical, analytic, left brain type.” Actually, the “hard core, top-down, design everything first” way of programming is but one approach. The best designers I know are also highly creative and imaginative (and not all are adults — I have seen children as young as 10 use Authorware competently). In fact, I would argue that the so-called “right brain” attributes (like creativity) are far more important for anyone wishing to be a designer of educational software. The term “courseware” generally refers to any instructional computer software — software intending to teach somebody something.
easy part is learning the “how to’s” of programming, the hard part is putting it to use. If you want to learn Authorware, are willing to invest some time and effort to do so, and won’t bail out at the first sign of trouble, then I am confident that you will learn it. On the other hand, I’m equally convinced that you can talk yourself into believing that you can’t. It’s your choice.

The purpose of this book

This book is meant to help you to learn Authorware well in a minimum amount of time. Although one can learn to do some things very quickly with Authorware, it is still important to learn and master fundamental programming concepts, such as variables and functions, in order to go beyond creating “click and browse” courseware. Rather than saving these features for later, this book has you put them to use right away. Hopefully, you will begin to understand Authorware’s rich collection of interactive features and capabilities from being immersed in their use at the very start.

This book uses what some refer to as the “project-based approach.” You will learn how Authorware works by constructing a series of fully functioning projects. Each chapter presents one project designed to be completed in one or two sittings (1-2 hours). These projects are meant to be fun, intriguing, and, when finished, will act as working demonstrations of the most sophisticated levels of Authorware programming.

The project approach

The project approach simply means that one learns through building complete, stand-alone projects that are interesting and have clear goals and expectations. Good projects also have an easy-to-understand structure that makes sense at the start. Games and simulations make for good projects. One might say that this book was written much in the spirit of Norm Abrams on the American public television show “The New Yankee Workshop.” Norm is a master carpenter who shows his TV audience how to build from scratch a piece of furniture or other woodworking project. Norm always starts by carefully choosing a project worthy of the effort, often visiting American colonial sites for inspiration. Once he finds a suitable subject, he then builds the piece twice — once for himself (plus to show the audience at the start what the finished product will look like) and again in front of the camera. The design that Norm follows usually includes many changes from the original, mostly to keep the construction within the reach of the amateur carpenter at home.

Likewise, all of the projects in this book were chosen from among dozens of games and simulations I have built for teaching, research, and just plain personal enjoyment over the last 20 years or so. The projects I finally chose were among the most successful in helping others understand
how to program with Authorware as well as understand some fundamental concepts in designing simulations and games. It turns out they are also among the most fun to show and build. I reconstructed the projects in a way that a novice could understand and build them quickly within one or two sessions. After all, the main purpose of this book is, of course, to learn Authorware. So, the chapters were written as I built the projects myself again from scratch, much like Norm in front of the camera. I was careful to note every keystroke and mouse click (with words and pictures) so that you could retrace my steps to build the same projects yourself.

About the projects

Here are brief descriptions of the projects you will build (note that the simulation/gaming projects start with chapter 2):

Chapter 1: Slide Show. This chapter demonstrates how to use Authorware as a flexible and easy-to-use presentation tool; meant as a fast introduction to Authorware. It ends with a brief introduction to one of the latest features of Authorware — Knowledge Objects.

Chapter 2: Basketball Camp. A simple animated simulation of one of the fundamental rules of basketball defense: keep yourself between the ball and the basket. Good introduction to the use of data-driven animation. This chapter also ends by considering how to use another Knowledge Object to make the simulation interactive.

Chapter 3: Mystery Number. A "guess the number" math game built with data-driven animation. (Remember playing the 'hot/cold' game as a kid?)

Chapter 4: Space Shuttle Commander. A simulation of Newton's laws of motion. Pretend you are piloting the space shuttle!

Chapter 5: Amazing Mazes. A template for games that use mazes; players have to answer questions as they proceed past numerous gates laid out on a maze background (programmed so that you can't cheat). Also includes directions on how to program a timer as a scorekeeping feature.

Chapter 6: How’d they do that? A collection of various interactive features you might like to have in your software. Examples:

- Allowing users to turn a program's sound on and off;
- Rotating screen objects by manipulating digital movies constructed with BMP sequences;
- Building a "click and hold" interaction response type;
- Building "response palettes" that users can move freely around the screen;
- Creating "slide bars" that control data functions;
- How to save a program's data in a format that can be opened and analyzed by a spreadsheet.
Why the emphasis on games and simulations?

Starting with chapter 2, all of the projects you will build can be classified as either games or simulations (or both). There are two main reasons for the decision to focus on gaming and simulation. First, constructing a computer game or simulation requires mastery of many programming concepts. Despite the tendency to think of a game as “child’s play,” the programming of a game is among the most sophisticated of all computing projects. You’ll be amazed at how much Authorware you will learn just by correctly programming the simplest of games. While games are demanding in terms of programming expertise, they are also at the same time fun to construct. You get instant feedback while you work. Once you know how a game is supposed to be played, you know within seconds if someone (or the computer) is “breaking the rules.” Hence, you will know if your programming works just by playing the game (e.g. if a screen object goes through a wall instead of bouncing off of it as it should, you know where the programming “bug” is to be found).

But perhaps the most important reason for the emphasis on games and simulations is that I believe they remain among the most compelling learning environments yet devised. I think this is especially true for games. Through all my experiences as a teacher, researcher, and learner, I keep coming back to the creative use of gaming features as a potent learning strategy for all people. Well-designed games come as close as anything I have found to matching all of the complex requirements for a successful learning environment (including the cognitive, motivational, and social components). Arguments in favor of gaming can come from both the perspective of a teacher and student. The traditional strategy is to give students educational games as a learning approach. However, I find the idea of students constructing their own games to be far more compelling. Indeed, much of the current thinking in the field of instructional technology centers around “learning by building” or “learning by designing.” Game design is perfectly suited to this point of view.

What this book won’t teach you

While no prior experience with Authorware is assumed, you are expected to already have much experience using a computer. This book will not teach you about general functions of the computer or other applications. In particular, you are expected to be completely comfortable with the Windows operating system. Although all necessary steps involved in manipulating files, icons, and graphics will be described thoroughly in this text, these explanations assume you already have experience with basic computing concepts (e.g. computer memory, file/disk management and security, etc.) and the graphical user interface (GUI) techniques (e.g. “copying and pasting” within and between applications).
How to use this book

In each chapter, you will be asked to perform a series of steps to complete the project. Each step to be performed will be preceded by a check box, such as this:

☐ Click once on the Map icon titled “game directions”:

```
[Diagram of a Map icon with steps]
```

Follow the instructions carefully and check off the step when it is completed. This will help you from getting confused and disoriented. In the event that you make a mistake, these check boxes will help you to retrace your steps. Explanations and illustrations will accompany these steps. The illustrations represent what you should actually be seeing on your screen. You should strive to ensure that critical elements of illustrations match exactly what you see on your screen, such as the directions of the arrows showing the flow of a particular group of icons:

```
[Diagram of a Player taking a guess]
```

However, you will encounter lots of situations in which general features of illustrations will never exactly match what you see on the screen, such as the relative positions of windows. The graphical user interface (GUI) of Authorware results in all kinds of variations that have no bearing on the final result. Rest assured that the text will try to alert you to those times when absolute accuracy is required.

Of course, it is possible that you will follow and check off each and every step and still feel hopelessly lost at some point. When the inevitable happens, try not to panic. Instead, carefully retrace your steps starting at the last point where things seemed to be working. Try to approach these situations with the attitude of a creative problem-solver confronted with a challenge.

Finally, special instructions and reminders, plus informal commentary on design issues will be provided off to the side.
A word about platforms and versions

This book was written exclusively for Authorware 5 Attain. If you are using an earlier version of Authorware (e.g. versions 2.0, 3.x, or 4.0), consult my web site (http://www.NowhereRoad.com) for information about an edition of this book specifically written for those versions. Although the logic of the projects is essentially the same, there are significant differences in the interface design of each version. It is also important to note that starting with Version 5, Authorware is only available for the Windows platform. However, once a file is authored, it can be repackaged to run on Macintosh systems (this is explained in full in Appendix D).

Version 5 comes with significant improvements and enhancements. One of the most significant is the addition of Knowledge Objects, special Authorware icons that include step-by-step instructions, called wizards, which guide you through the process of creating sophisticated programming techniques. With a good basic understanding of Authorware, Knowledge Objects can greatly facilitate the production of interactive educational multimedia.

An experiment in publishing

As any graduate student will tell you, books are overpriced. Of course, a publisher will quickly point out that books are expensive to produce (with paper the largest single cost). Authors will complain that their piddly royalties often don’t justify the hard work. Surely, there must be a better way. I think there is and it’s called the Internet.

With this book, I am experimenting with the world wide web as a distribution outlet. More than likely, you yourself downloaded and printed this preface from my web site (http://www.NowhereRoad.com). If you were given a photocopy of the book to use (perhaps in a course you are taking), probably your instructor downloaded and printed it. (Indeed, the fact that you might be reading a photocopy of the book is no cause for concern — the quality is the same, if not higher, than in a “real” book.)

Transferring the costs and labor of printing to the end user allows me to offer this book at a low cost which is still fair to me as its writer. I also expect the Internet to allow more access to the book by more people at the time they really need it (e.g. “Our development team just bought a copy of Authorware, now what?”). I also hope the electronic format of the book will allow me to continually update and improve the book. We’ll see.
A brief Authorware history lesson
(that you can safely skip)

When the Macintosh came on the scene in 1984, it quickly revolutionized many aspects of computing, most notably desktop publishing. Although it fast became the preferred platform for many people working exclusively with computer tools such as word processing and graphics, its use as a platform for computer-based learning environments was slow to catch on. At that time, the Apple II family of computers was the platform of choice for instructional software (drill and practice, tutorials, games, and simulations). The Apple II had been around for about 5 years and IBM had yet to make much of a dent in the educational market. The Apple II came with a built-in programming language — Applesoft BASIC. Granted, learning BASIC was no picnic, but it did allow a lot of people to become a special kind of “edutech” mutant — part educator and part computer hobbyist. It also allowed, for better or worse, the chance for elementary and high school students to get experience in computer programming (along with languages such as LOGO and PASCAL).

In the Macintosh world, in contrast, there just weren’t any accessible means that an average Joe or Jane could do courseware development for the first few years of its existence. Ironically, the Mac’s graphical user interface made programming unruly for everyone but the most dedicated and skilled programmers. Little was available for “just plain folks” like us. Colleges and universities that offered courses or curricula in educational computing tended towards labs of Apple IIe or IBM-PC computers for most course activities and clusters of Macintoshes for graphics, desktop publishing, and special demonstrations of emerging commercial courseware specially suited to its graphical interface. The advent of HyperCard (originally called WildCard) in 1986 was a significant milestone. With it, one could easily construct hypertext and hypermedia — textual and graphical documents in which users could explore in a nonlinear fashion. Most of the HyperCard software that still gets developed resembles easy-to-navigate databases of information in specific content areas. Of course, one can also develop educational games and simulations with HyperCard, but learning a significant amount of programming (called scripting) is necessary. When Authorware was first released around 1987, it represented something very new.

I first started using Authorware in 1988 when it was called Course of Action. It was the principal product of a new company (called Authorware, Inc.) headed by Michael Allen. Its creative use of a graphical programming environment based on an interactive flowchart was amazing to many of us. Although the term “multimedia” had yet to cause people’s eyes to roll back into their heads, Authorware made the integration of text, graphics, animation, sound, and video virtually seamless. Most remarkable to me was the range and
depth of interactions that one could produce (with surprisingly little “programming” in the traditional sense). However, the first few versions of Authorware were slow and cantankerous. (The first version I used was very prone to crashing.) Implementing one’s courseware was also awkward. You actually had to buy “student disks” from the company in order to distribute the software you created. Fortunately, the company soon shook off the quirkiness in both the product and their approach. Those who get into educational computing today and start with programming tools such as Authorware fail to appreciate its contrast with the programming tools available up to the time of its release.

Authorware and HyperCard were long viewed as tools in competition. This was never an accurate view. Both did different things well and other things poorly. If both were screwdrivers, one was a phillips and the other a flathead. HyperCard was designed for hypertext (with graphics) whereas Authorware was designed to build instructional courseware. Each could do the other, but only with a struggle. On pure economic grounds, there was no competition — HyperCard was literally given away by Apple with every Macintosh that was sold. Many people bought a Macintosh just to get HyperCard. It was truly a “Killer App!” Authorware, in contrast, was (and still is) extremely expensive, even for the academic community. Single copies of Authorware originally cost about $8000 for corporate customers. Higher education had it a little better — my university department shelled out over $2000 for our first copy back in 1988. Fortunately, prices have fallen substantially since that time.

Then a couple of things did and didn’t happen in the early 1990’s that gave Authorware a decided edge. First, Authorware was bought out by Macromedia. A lot of us had seen software tools come and go quickly on the Macintosh. Macromedia’s purchase seemed to assure us that Authorware would be around for awhile. Plus, Authorware was now supported by a company with the resources and reputation for serious multimedia development (Director is one of their other well known authoring products). Next, despite persistent rumors to the contrary, a complete overhaul of HyperCard never happened. In contrast, Authorware upgrades were fairly significant improvements (the latest upgrade to 4.0 is a good case in point). Another important difference was Authorware’s commitment to cross-platform development and delivery. Up to version 4.0, one could develop courseware on either the Macintosh or Windows platform and convert to the other with little or no reprogramming (although serious cross-platform development still demands much planning). Things have changed. Starting with version 5.0, Macromedia decided to make Authorware a Windows only application. Frankly, this was disappointing news to those of us with strong ties to K-12 schools (and those of the opinion that the Macintosh is a superior platform for multimedia development). Fortunately, due to a strong response by the Macintosh community of Authorware users,

Prices and versions have fluctuated quite a bit, though. In 1994 a “real” version of Authorware was released specifically for individual educators at a reasonable price, called Authorware Academic. This meant that ordinary classroom teachers might be able to get a copy or two of Authorware for their classrooms, not to program courseware for their students, but to give to their students to design and program their own projects. Getting powerful tools like these in the hands of students is an exciting concept that I want to support. Unfortunately, Macromedia decided recently to stop publishing Authorware Academic — a poor decision, in my opinion.
Macromedia has made available a Macintosh Packager program that allows files created on the Windows platform to be easily converted to Macintosh (see Appendix D for details). Authorware has kept up with advances in the computing industry while retaining virtually the same interface that it had in 1987. Among the most notable advances is its continued compatibility with Macromedia’s ShockWave technology permitting courseware developed with Authorware to be distributed over the Internet.

Authorware is not perfect, however. There are still lots of things that frustrate developers (besides its cost). The decision to end its affiliation as an authoring tool on the Macintosh figures prominently on the list. To those of us interested in simulation and game design, our wish list includes the ability to rotate screen objects, scale objects (i.e. increase or reduce an graphical object’s size through programming), and improved collision detection between dynamic screen objects. Another example is Authorware’s inability to allow easy user interaction with text fields. There is also the misconception that one can pull Authorware out of the box and start developing sophisticated courseware immediately. I think this perception was actually promoted (inappropriately and perhaps unintentionally) by the company early on. Yes, in contrast to programming in BASIC, PASCAL, or C, the learning curve is slight. But believe me, there is a learning curve to Authorware. There are two consequences to this attitude. The first is just the general frustration of not being able to do the things promised right away. The second is the tendency to create courseware that merely scrapes the surface of what is possible with Authorware. With some devoted time and effort, one can create very imaginative and interactive courseware with Authorware. But there is no such thing as a free lunch here either — you get out of it what you put into it.
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